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**Objective:** In this lab, we will learn the basics of family API. We’ll learn how to:

* add reference planes
* add parameters
* add dimensions

**Tasks:** We’ll extend the command we have defined in the Lab1 and creates a column that has an L-shape profile. In the previous lab, we have used predefined reference planes, parameters and dimensions. In order to define a column with an L-shaped profile, we will need to add our own references, parameters and dimensions.

1. Take the command class which we have defined in the Lab1. This will be the starting point of this lab. We’ll continue using the Family Editor and "Metric Column.rft" template.
2. Define two additional reference planes that measures “thicknesses” of the L-shape profile. (e.g., “OffsetH” and “OffsetV”).
3. Add two parameters that define the thicknesses of the L-Shape (e.g., “Tw” and “Td”).
4. Add dimensions that measures thickness of L-shape and label them with the new parameters, e.g., “Tw” and “Td”.

Figure 1 shows the image of the L-shaped columns that we are going to define in this lab.
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![Lab2 Lshape.PNG](data:image/png;base64,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)

Figure 1. A column family with L-shape profile we will be creating in Lab2.

The following is the breakdown of step by step instructions in this lab:

1. [Define Another External Command](#defineAnchoterExternalCommand)

1. [Add Reference Planes](#addReferencePlanes)
2. [Create an Extrusion with L-Shape Profile](#createExtrusionWithLShapeProfile)
3. [Update addAlignments()](#updateAddAlignment)
4. [Add Parameters](#addParameters)
5. [Add Dimensions](#addDimensions)
6. [Update addTypes()](#updateAddTypes)
7. [Test Your Column](#testYourColumn)

[Appendix A. Helper Functions Used in Lab2](#AppendixAHelperFunctionsInLab2)

1. **Define Another External Command**

We’ll be extending the command we have defined in Lab1. You can either copy it to define a new class or continue extending the existing one on top of it. (Just make sure to back up in case you need it to start again.)

* 1. Copy the command class from Lab1 and define a new one to work on in Lab2. Let’s name them as:
* File name: **2\_ColumnLShape.cs (or .vb)**
* Command class name: **RvtCmd\_FamilyCreateColumnLShape**

(Once again, you may choose to use any names you want here. When you do so, just remember what you are calling your own project, and substitute these names as needed while reading the instruction in this document.)

[Autodesk.Revit.Attributes.Transaction(Autodesk.Revit.Attributes.TransactionMode.Automatic)] [Autodesk.Revit.Attributes.Regeneration(Autodesk.Revit.Attributes.RegenerationOption.Automatic)]

class RvtCmd\_FamilyCreateColumnLShape : IExternalCommand

{

...

}

**2. Add Reference Planes**

We are going to define a simple L-shape profile. In order to do so, we will add two reference planes.

* Reference plane “OffsetH” – horizontal, 150mm above the reference plane ” Front”.
* Reference plane “OffsetV” – vertical, 150 mm off to the right from the reference plane “Right”.

2.1 Add the following function to the class:

// ==============================

// (1.1) add reference planes

// ==============================

void addReferencePlanes()

{

//

// we are defining a simple L-shape profile like the following:

//

// 5 tw 4

// +-+

// | | 3 h = height

// d | +---+ 2

// +-----+ td

// 0 1

// 6 w

//

//

// we want to add ref planes along (1) 2-3 and (2)3-4.

// Name them "OffsetH" and "OffsetV" respectively. (H for horizontal, V for vertical).

//

double tw = mmToFeet( 150.0 ); // thickness added for Lab2. Hard-coding for simplicity.

double td = mmToFeet( 150.0 );

//

// (1) add a horizonal ref plane 2-3.

//

// get a plan view

View pViewPlan = findElement( typeof( ViewPlan ), "Lower Ref. Level" ) as View;

// we have predefined ref plane: Left/Right/Front/Back

// get the ref plane at Front, which is aligned to line 2-3

ReferencePlane refFront = findElement( typeof( ReferencePlane ), "Front" ) as ReferencePlane;

// get the bubble and free ends from front ref plane and offset by td.

//

XYZ p1 = refFront.BubbleEnd;

XYZ p2 = refFront.FreeEnd;

XYZ pBubbleEnd = new XYZ(p1.X, p1.Y + td, p1.Z);

XYZ pFreeEnd = new XYZ(p2.X, p2.Y + td, p2.Z);

// create a new one reference plane and name it "OffsetH"

//

ReferencePlane refPlane = \_rvtDoc.FamilyCreate.NewReferencePlane( pBubbleEnd, pFreeEnd, XYZ.BasisZ, pViewPlan );

refPlane.Name = "OffsetH";

//

// (2) do the same to add a vertical reference plane.

//

// find the ref plane at left, which is aligned to line 3-4

ReferencePlane refLeft = findElement( typeof( ReferencePlane ), "Left" ) as ReferencePlane;

// get the bubble and free ends from front ref plane and offset by td.

//

p1 = refLeft.BubbleEnd;

p2 = refLeft.FreeEnd;

pBubbleEnd = new XYZ(p1.X + tw, p1.Y, p1.Z);

pFreeEnd = new XYZ(p2.X + tw, p2.Y, p2.Z);

// create a new reference plane and name it "OffsetV"

//

refPlane = \_rvtDoc.FamilyCreate.NewReferencePlane( pBubbleEnd, pFreeEnd, XYZ.BasisZ, pViewPlan );

refPlane.Name = "OffsetV";

}

We are creating two reference planes. Let’s look at the first one. We are looking at the plan view, which is named as “Lower Ref. Level” in the template.

The main method to create a new reference plane is this:

\_rvtDoc.FamilyCreate.NewReferencePlane(pBubbleEnd, pFreeEnd, XYZ.BasisZ, pViewPlan)

Here, Bubble End and Free End determine two points on the plane. The Bubble End is considered as an origin of the plane. The third argument (i.e., cut vector) determines a vector, which lies on the plane and orthogonal to a line defined by bubble end and free end. (Note: there is similar method called NewReferencePlane2. This one takes three points on the plane.)

In our case, since we are making an offset of an existing reference plane, we take an approach of copying the coordinates of two end points from the existing reference plane and add the offset value in Y-direction.

2.2 Call addReferencePlanes() function from your main command function Execute() after IsRightTemplate() and before createSolid() call.

if( !isRightTemplate( BuiltInCategory.OST\_Columns ) )

{

Util.ErrorMsg( "Please open Metric Column.rft" );

return IExternalCommand.Result.Failed;

}

// (1.1) add reference planes

addReferencePlanes();

// (1.2) create a simple extrusion. This time we create a L-shape.

Extrusion pSolid = createSolid();

2.3 Your code should build and run at this point.

**3.** **Create an Extrusion with L-Shape Profile**

In the previous lab, we have defined a solid by extruding a rectangular profile. In this lab, we will use a L-shape profile. Only difference in this lab is the part that defines vertices of the profile. The code for extrusion remains the same.

3.1 Add the following function to the class. This code defines a profile with a L-shape:

// ===========================================

// (1.2a) create a simple L-shaped profile

// ===========================================

CurveArrArray createProfileLShape()

{

//

// define a simple L-shape profile

//

// 5 tw 4

// +-+

// | | 3 h = height

// d | +---+ 2

// +-----+ td

// 0 1

// 6 w

//

// sizes (hard coded for simplicity)

// note: these need to match reference plane. otherwise, alignment won't work.

// as an exercise, try changing those values and see how it behaves.

//

double w = mmToFeet( 600.0 ); // those are hard coded for simplicity here. in practice, you may want to find out from the references)

double d = mmToFeet( 600.0 );

double tw = mmToFeet( 150.0 ); // thickness added for Lab2

double td = mmToFeet( 150.0 );

// define vertices

//

const int nVerts = 6; // the number of vertices

XYZ[] pts = new XYZ[] {

new XYZ(-w / 2.0, -d / 2.0, 0.0),

new XYZ(w / 2.0, -d / 2.0, 0.0),

new XYZ(w / 2.0, (-d / 2.0) + td, 0.0),

new XYZ((-w / 2.0) + tw, (-d / 2.0) + td, 0.0),

new XYZ((-w / 2.0) + tw, d / 2.0, 0.0),

new XYZ(-w / 2.0, d / 2.0, 0.0),

new XYZ(-w / 2.0, -d / 2.0, 0.0) }; // the last one is to make the loop simple

// define a loop. define individual edges and put them in a curveArray

//

CurveArray pLoop = \_rvtApp.Create.NewCurveArray();

for( int i = 0; i < nVerts; ++i )

{

Line line = \_rvtApp.Create.NewLineBound( pts[i], pts[i + 1] );

pLoop.Append( line );

}

// then, put the loop in the curveArrArray as a profile

//

CurveArrArray pProfile = \_rvtApp.Create.NewCurveArrArray();

pProfile.Append( pLoop );

// if we come here, we have a profile now.

return pProfile;

}

Once again, we are hard-coding the initial value for the amount of offset as well as overall size and vertices of L-shape for simplicity. The main purpose of having those canned values at this stage is set the alignment with the references. They can be redefined once we assign parameters to it.

3.2 Using the profile we have just defined, we then create a solid from extrusion. Go to createSolid(). Replace the call to createProfileRectangle() with call createProfileLShape():

// =================================================================

// (1.2) create a simple solid by extrusion with L-shape profile

// =================================================================

Extrusion createSolid()

{

//

// (1) define a simple L-shape profile

//

//CurveArrArray pProflie = createProfileRectangle();

CurveArrArray pProfile = createProfileLShape(); // Lab2

...

3.3 Your code should build and run at this point.

**4.** **Update addAlignment()**

The function that adds alignments needs to be updated. With a rectangular profile, we aligned six faces to the six corresponding reference planes. With the L-shape profile we have just defined, we have addition two more faces; one more facing back and one facing right. The basic idea of adding an alignment still remains the same. But our findFace() helper function needs enhancement to take a reference plane as the third parameter in order to identify the face more accurately.

4.1 Locate the addAlignments() function, and update it with the following code:

// ======================================

// (2.1) add alignments

// ======================================

void addAlignments( Extrusion pBox )

{

//

// (1) we want to constrain the upper face of the column to the "Upper Ref Level"

//

// which direction are we looking at?

//

View pView = findElement( typeof( View ), "Front" ) as View;

// find the upper ref level

// findElement() is a helper function. see below.

//

Level upperLevel = findElement( typeof( Level ), "Upper Ref Level" ) as Level;

Reference ref1 = upperLevel.PlaneReference;

// find the face of the box

// findFace() is a helper function. see below.

//

PlanarFace upperFace = findFace( pBox, new XYZ( 0.0, 0.0, 1.0 ) ); // find a face whose normal is z-up.

Reference ref2 = upperFace.Reference;

// create alignments

//

\_rvtDoc.FamilyCreate.NewAlignment( pView, ref1, ref2 );

//

// (2) do the same for the lower level

//

// find the lower ref level

// findElement() is a helper function. see below.

//

Level lowerLevel = findElement( typeof( Level ), "Lower Ref. Level" ) as Level;

Reference ref3 = lowerLevel.PlaneReference;

// find the face of the box

// findFace() is a helper function. see below.

PlanarFace lowerFace = findFace( pBox, new XYZ( 0.0, 0.0, -1.0 ) ); // find a face whose normal is z-down.

Reference ref4 = lowerFace.Reference;

// create alignments

//

\_rvtDoc.FamilyCreate.NewAlignment( pView, ref3, ref4 );

//

// (3) same idea for the Right/Left/Front/Back

//

// get the plan view

// note: same name maybe used for different view types. either one should work.

View pViewPlan = findElement( typeof( ViewPlan ), "Lower Ref. Level" ) as View;

// find reference planes

ReferencePlane refRight = findElement( typeof( ReferencePlane ), "Right" ) as ReferencePlane;

ReferencePlane refLeft = findElement( typeof( ReferencePlane ), "Left" ) as ReferencePlane;

ReferencePlane refFront = findElement( typeof( ReferencePlane ), "Front" ) as ReferencePlane;

ReferencePlane refBack = findElement( typeof( ReferencePlane ), "Back" ) as ReferencePlane;

ReferencePlane refOffsetV = findElement( typeof( ReferencePlane ), "OffsetV" ) as ReferencePlane; // added for L-shape

ReferencePlane refOffsetH = findElement( typeof( ReferencePlane ), "OffsetH" ) as ReferencePlane; // added for L-shape

// find the face of the box

// Note: findFace need to be enhanced for this as face normal is not enough to determine the face.

//

PlanarFace faceRight = findFace( pBox, new XYZ( 1.0, 0.0, 0.0 ), refRight ); // modified for L-shape

PlanarFace faceLeft = findFace( pBox, new XYZ( -1.0, 0.0, 0.0 ) );

PlanarFace faceFront = findFace( pBox, new XYZ( 0.0, -1.0, 0.0 ) );

PlanarFace faceBack = findFace( pBox, new XYZ( 0.0, 1.0, 0.0 ), refBack ); // modified for L-shape

PlanarFace faceOffsetV = findFace( pBox, new XYZ( 1.0, 0.0, 0.0 ), refOffsetV ); // added for L-shape

PlanarFace faceOffsetH = findFace( pBox, new XYZ( 0.0, 1.0, 0.0 ), refOffsetH ); // added for L-shape

// create alignments

//

\_rvtDoc.FamilyCreate.NewAlignment( pViewPlan, refRight.Reference, faceRight.Reference );

\_rvtDoc.FamilyCreate.NewAlignment( pViewPlan, refLeft.Reference, faceLeft.Reference );

\_rvtDoc.FamilyCreate.NewAlignment( pViewPlan, refFront.Reference, faceFront.Reference );

\_rvtDoc.FamilyCreate.NewAlignment( pViewPlan, refBack.Reference, faceBack.Reference );

\_rvtDoc.FamilyCreate.NewAlignment( pViewPlan, refOffsetV.Reference, faceOffsetV.Reference ); // added for L-shape

\_rvtDoc.FamilyCreate.NewAlignment( pViewPlan, refOffsetH.Reference, faceOffsetH.Reference ); // added for L-shape

}

The helper function findFace() now has two versions:

* PlanarFace findFace(Extrusion pBox, XYZ normal)
* PlanarFace findFace(Extrusion pBox, XYZ normal, ReferencePlane refPlane)

The first one is the same as before. The second takes a reference plane that we want intend to align as the third argument. It adds an extra checking if the face with the given normal also lies on the given reference plane. We need to use the second version to identify faces that lie reference planes on “Right”, “Back”, “OffsetH” and “OffsetV” as normal is not enough to determine the face. The full code is attached at the end of this doc, the section, [Appendix A](#AppendixAHelperFunctionsInLab2). Please copy it and paste to the end of this class.

Other than the routine to find the face, the rest of the logic remains the same. We have additional alignments with reference planes “OffsetH” and “OffsetV”.

4.2 Your code should build and run at this point.

**5.** **Add Parameters**

The next thing we need to do is to add two parameters, “Tw” and “Td”. Later, we will associate these parameters with dimensions for thickness of the L-shape profile.

5.1 Add the following functions to the class:

// ======================================

// (3.1) add parameters

// ======================================

void addParameters()

{

// parameter group for Dimension is PG\_GEOMETRY in API

//

FamilyParameter paramTw = \_rvtDoc.FamilyManager.AddParameter(

"Tw", BuiltInParameterGroup.PG\_GEOMETRY, ParameterType.Length,

false );

FamilyParameter paramTd = \_rvtDoc.FamilyManager.AddParameter(

"Td", BuiltInParameterGroup.PG\_GEOMETRY, ParameterType.Length,

false );

// give initial values

//

double tw = mmToFeet( 150.0 ); // hard coded for simplicity

double td = mmToFeet( 150.0 );

\_rvtDoc.FamilyManager.Set( paramTw, tw );

\_rvtDoc.FamilyManager.Set( paramTd, td );

}

To add a parameter, we use a method addParameter() of the Family Manager class:

\_rvtDoc.FamilyManager.AddParameter( "Tw",

BuiltInParameterGroup.PG\_GEOMETRY, ParameterType.Length, False)

The first argument is the name of the parameter. The second is the parameter group, which determines where in the type dialog the parameter appears. In our case, PG\_Geometry will put our parameter under “Dimensions”, the same as “Width” and “Depth”. The third one is type of the parameter; here we are setting “Tw” as the length parameter. The last one is a flag if the parameter is Instance parameter or family parameter.

Setting the value is the same as we did in the Labs:

\_rvtDoc.FamilyManager.Set(paramTw, tw)

5.2 Call addParameters() from your main command function:

public Result Execute(

ExternalCommandData commandData,

ref string message,

ElementSet elements )

{

...

// (2) add alignment

addAlignments(pSolid)

// (3.1) add parameters

addParameters()

...

}

5.3 Your code should build and run at this point.

**6.** **Add Dimensions**

We now add two dimensions between the reference planes and label them with parameters we have just defined:

* Dimension between “Left” and “OffsetV” – parameter “Tw”
* Dimension between “Front” and “OffsetH” – parameter “Td”

6.1 add the following function to the command class:

// ======================================

// (3.2) add dimensions

// ======================================

void addDimensions()

{

// find the plan view

//

View pViewPlan = findElement( typeof( ViewPlan ), "Lower Ref. Level" ) as View;

// find reference planes

//

ReferencePlane refLeft = findElement( typeof( ReferencePlane ), "Left" ) as ReferencePlane;

ReferencePlane refFront = findElement( typeof( ReferencePlane ), "Front" ) as ReferencePlane;

ReferencePlane refOffsetV = findElement( typeof( ReferencePlane ), "OffsetV" ) as ReferencePlane; // OffsetV is added for L-shape

ReferencePlane refOffsetH = findElement( typeof( ReferencePlane ), "OffsetH" ) as ReferencePlane; // OffsetH is added for L-shape

//

// (1) add dimension between the reference planes 'Left' and 'OffsetV', and label it as 'Tw'

//

// define a dimension line

//

XYZ p0 = refLeft.FreeEnd;

XYZ p1 = refOffsetV.FreeEnd;

Line pLine = \_rvtApp.Create.NewLineBound( p0, p1 );

// define references

//

ReferenceArray pRefArray = new ReferenceArray();

pRefArray.Append( refLeft.Reference );

pRefArray.Append( refOffsetV.Reference );

// create a dimension

//

Dimension pDimTw = \_rvtDoc.FamilyCreate.NewDimension( pViewPlan, pLine, pRefArray );

// add label to the dimension

//

FamilyParameter paramTw = \_rvtDoc.FamilyManager.get\_Parameter( "Tw" );

pDimTw.Label = paramTw;

//

// (2) do the same for dimension between 'Front' and 'OffsetH', and lable it as 'Td'

//

// define a dimension line

//

p0 = refFront.FreeEnd;

p1 = refOffsetH.FreeEnd;

pLine = \_rvtApp.Create.NewLineBound( p0, p1 );

// define references

//

pRefArray = new ReferenceArray();

pRefArray.Append( refFront.Reference );

pRefArray.Append( refOffsetH.Reference );

// create a dimension

//

Dimension pDimTd = \_rvtDoc.FamilyCreate.NewDimension( pViewPlan, pLine, pRefArray );

// add label to the dimension

//

FamilyParameter paramTd = \_rvtDoc.FamilyManager.get\_Parameter( "Td" );

pDimTd.Label = paramTd;

}

We are adding two dimensions here: horizontal one and vertical one. Let’s focus on the horizontal one now. Once you understand one, basically the same logic applies.

The main method we use to create a dimension is this one:

\_rvtDoc.FamilyCreate.NewDimension(pViewPlan, pLine, pRefArray)

The first argument is a view. In our case, we are looking at a plan view. The second argument is the initial location of a dimension. Here we take the one end from two reference planes. The third is the array of references. In our case, it is an array that contains Left reference and OffsetV as following code shows:

ReferenceArray pRefArray = new ReferenceArray();

pRefArray.Append( refLeft.Reference );

pRefArray.Append( refOffsetV.Reference );

The following adds the label with the parameter “Tw” which has defined in the previous section:

FamilyParameter paramTw = \_rvtDoc.FamilyManager.get\_Parameter( "Tw" );

pDimTw.Label = paramTw;

6.2 Call addDimensions() from your main command function:

public Result Execute( ...

{

...

// (3.1) add parameters

addParameters()

// (3.2) add dimensions

addDimensions()

...

}

6.3 Your code should build and run at this point.

**7.** **Update addTypes()**

We have two more parameters to consider when defining types. Let’s make an updated version of addType() function. This time, it takes two additional arguments to define the thickness of L-shape, “Tw” and “Td”. Let’s add a couple of types, for example, ones with dimensions corresponding to name, “Width” , “Depth”, “Tw” and “Td” to:

* “600 x 900” - 600 x 900 x 150 x 225
* “1000 x 300” - 1000 x 300 x 250 x 75
* “600 x 600” - 600 x 600 x 150 x 150

7.1 Add the following function to the class:

// add one type (version 2)

//

void addType( string name, double w, double d, double tw, double td )

{

// get the family manager from the current doc

FamilyManager pFamilyMgr = \_rvtDoc.FamilyManager;

// add new types with the given name

//

FamilyType type1 = pFamilyMgr.NewType( name );

// look for 'Width' and 'Depth' parameters and set them to the given value

//

// first 'Width'

//

FamilyParameter paramW = pFamilyMgr.get\_Parameter( "Width" );

double valW = mmToFeet( w );

if( paramW != null )

{

pFamilyMgr.Set( paramW, valW );

}

// same idea for 'Depth'

//

FamilyParameter paramD = pFamilyMgr.get\_Parameter( "Depth" );

double valD = mmToFeet( d );

if( paramD != null )

{

pFamilyMgr.Set( paramD, valD );

}

// let's set "Tw' and 'Td'

//

FamilyParameter paramTw = pFamilyMgr.get\_Parameter( "Tw" );

double valTw = mmToFeet( tw );

if( paramTw != null )

{

pFamilyMgr.Set( paramTw, valTw );

}

FamilyParameter paramTd = pFamilyMgr.get\_Parameter( "Td" );

double valTd = mmToFeet( td );

if( paramTd != null )

{

pFamilyMgr.Set( paramTd, valTd );

}

}

Other than setting two more parameters, there is nothing new here. Exactly the same logic works for setting “Tw” and “Td”.

7.2 update addType() with the following:

// ======================================

// (3.3) add types

// ======================================

void addTypes()

{

// addType(name, Width, Depth, Tw, Td)

//

addType( "600x900", 600.0, 900.0, 150.0, 225.0 );

addType( "1000x300", 1000.0, 300.0, 250.0, 75.0 );

addType( "600x600", 600.0, 600.0, 150.0, 150.0 );

}

**8.** **Test Your Column**

Your code is ready to build and run to test.

You can add lines like the following to your Revit .addin manifest file to test this. (You can either add a new command or replace with one from Lab 1). Make necessary adjustment to match with your environment, of course.

<?xml version="1.0" encoding="utf-16" standalone="no"?>

<RevitAddIns>

<AddIn Type="Command">

<Assembly>C:\Revit SDK 2013\Family Labs\FamilyLabsCS\bin\Debug\FamilyLabsCS.dll</Assembly>

<AddInId>FC5E150A-967B-4cc9-A7B0-3AA29C5DA9D9</AddInId>

<FullClassName>FamilyLabsCS.RvtCmd\_FamilyCreateColumnLShape</FullClassName>

<Text>Family API 2 CS - Create L-Shape Column</Text>

<Description>Family API lab 2 to create L-shaped column</Description>

<VisibilityMode>NotVisibleInProject</VisibilityMode>

<AccessibilityClassName>Revit.Samples.SampleAccessibilityCheck </AccessibilityClassName>

<VendorId>ADNP</VendorId>

<VendorDescription>Autodesk, Inc. www.autodesk.com</VendorDescription>

</AddIn>

</RevitAddIns>

Remember to start with Family Editor and use "Metric Column.rft" template.

After running a command, you will see the profile of the column now shows L-shape. Examine your column:

* Do you see two dimensions added in the plan view?
* Are they labeled correctly?
* Go to the Type dialog. Do you see two additional parameters, “Tw” and “Td” under “Dimensions”?
* Do you see three types being created correctly?
* “flex it” (choose different types and apply) . Does your column changes its size accordingly?
* Try also loading to a project. Does your column “behave” well?

In the next lab, we will be adding formulas and materials to on top of the column family we have just created.

**Appendix A. Helper Functions Used in Lab2**

In the Lab2, we have added one more helper function. Copy and paste from the code below to your code as required.

* findFace() - The second version. Given an extrusion solid, find a planar face that has the given normal, and lies on the given reference plane.

// ===============================================================

// helper function: given a solid, find a planar

// face with the given normal (version 2)

// this is a slightly enhaced version of the previous

// version and checks if the face is on the given reference plane.

// ===============================================================

PlanarFace findFace( Extrusion pBox, XYZ normal, ReferencePlane refPlane )

{

// get the geometry object of the given element

//

Options op = new Options();

op.ComputeReferences = true;

GeometryObjectArray geomObjs = pBox.get\_Geometry( op ).Objects;

// loop through the array and find a face with the given normal

//

foreach( GeometryObject geomObj in geomObjs )

{

if( geomObj is Solid ) // solid is what we are interested in.

{

Solid pSolid = geomObj as Solid;

FaceArray faces = pSolid.Faces;

foreach( Face pFace in faces )

{

PlanarFace pPlanarFace = (PlanarFace) pFace;

// check to see if they have same normal

if( ( pPlanarFace != null ) && pPlanarFace.Normal.IsAlmostEqualTo( normal ) )

{

// additionally, we want to check if the face is on the reference plane

//

XYZ p0 = refPlane.BubbleEnd;

XYZ p1 = refPlane.FreeEnd;

Line pCurve = \_rvtApp.Create.NewLineBound( p0, p1 );

if( pPlanarFace.Intersect( pCurve ) == SetComparisonResult.Subset )

{

return pPlanarFace; // we found the face

}

}

}

}

// will come back later as needed.

//

//else if (geomObj is Instance)

//{

//}

//else if (geomObj is Curve)

//{

//}

//else if (geomObj is Mesh)

//{

//}

}

// if we come here, we did not find any.

return null;

}
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